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Abstract. The multi-paradigm declarative language Curry [Han03] com-
bines features from modern functional, logic, and functional-logic pro-
gramming languages. Curry’s syntax is similar to that of the functional
language Haskell [Pey03] and, also like Haskell, Curry’s type system is
based on the Hindley-Milner typing discipline [Hin69], which allows auto-
matic type inference without declaring types explicitly. However, Curry’s
type system suffers from a monomorphism restriction that requires the
types of all local variables to be monomorphic, whereas in the Hindley-
Milner type system, the types of let-bound variables can be generalized
polymorphically.

Curry’s monomorphism restriction is a consequence of the presence of
unbound logical variables whose type cannot be generalized. Yet, re-
stricting all let-bound variables to monomorphic types unnecessarily re-
jects some perfectly sound programs and also is an obstacle to compiling
Haskell programs with a Curry compiler. This paper shows how Curry’s
monomorphism restriction can be lifted for a broad class of definitions
by means of a purely syntactic analysis. This analysis is related to the
value restriction employed by ML-like languages in order to ensure type
soundness of programs in the presence of mutable variables [WF94].
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