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We present a formal model of the Java two’s-complement integral arithmetics. The formaliza-
tion is based on a direct analysis of the Java Language Specification (JLS) [GJSB00] and led to the
discovery of several underspecifications and ambiguities. Underspecifications are highly undesir-
able since even compliant Java compilers may interpret the same program differently, which leads
to unportable code.

The Java integral types are finite datatypes that possess a surprisingly rich theory (they form
a ring, for example) which comprises a number of highly non-standard and tricky laws with non-
intuitive and subtle preconditions. With respect to their formalization, we followed the so-called
wrap-around approach: integers are defined on [−2n−1 .. 2n−1 − 1], where in case of overflow the
results of the arithmetic operations are mapped back into this interval through modulo calculations.
These numbers can be equivalently realized by bitstrings of length n in the widely-used two’s-
complement representation system [Gol02].

The advantage of this approach is that it closely follows the definition of the Java type int in
the JLS, for which certain surprising properties like “Maxint + 1 = Minint” or crucial laws like
the associativity law “a + (b + c) = (a + b) + c” hold. The formal model should reflect these
properties. A “partial approach” (i.e. a modelling that does not allow overflows) is not able to
prove them. The wrap-around approach therefore gives better support for automated reasoning.

The theory is formally analyzed in Isabelle/HOL [Pau94], that is, machine-checked proofs for
the ring properties, divisor/remainder theorems etc. are provided. This work is a necessary pre-
requisite for machine-supported reasoning over arithmetic formulae in the context of Java source-
code verification, especially of efficient arithmetic Java programs such as encryption algorithms, in
particular in tools like Jive [MPH00] that generate verification conditions over arithmetic formulae
from such programs.

In the future, we strongly suggest to supplement informal language definitions by machine-
checked specifications like the one referred to in this abstract as a part of the normative basis of a
programming language.
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